A+ Computer Science October 2012

Computer Science Competition

Hands-On Programming Set

1. General Notes
2. Do the problems in any order you like. They do not have to be done in order from 1 to 12.
3. All problems have a value of 60 points.
4. There is no extraneous input. All input is exactly as specified in the problem. Unless specified by the problem, integer inputs will not have leading zeros. Unless otherwise specified, your program should read to the end of file.
5. Your program should not print extraneous output. Follow the form exactly as given in the problem.
6. A penalty of 5 points will be assessed each time that an incorrect solution is submitted. This penalty will only be assessed if a solution is ultimately judged as correct.

|  |  |
| --- | --- |
| Number | Name |
| Problem 1 | Part Of Speech |
| Problem 2 | Touchy |
| Problem 3 | Almost |
| Problem 4 | Integral |
| Problem 5 | War |
| Problem 6 | Major MalFunction |
| Problem 7 | Periodic Words |
| Problem 8 | MixEmUp |
| Problem 9 | Taxing |
| Problem 10 | Speed |
| Problem 11 | Resize |
| Problem 12 | Puddle Bop |

1. Part Of Speech

Program Name: PartOfSpeech.java Input File: partofspeech.dat

The word “die” has several meanings. Here are several:

die (v) – to stop living – He will die if he does not get a transplant.

die (v) – to stop working – The car can die if you get water in the fuel tank.

die (n) – a polyhedron used in games of chance – We roll a die in our game.

die (n) – a stamping or pressing tool – A die was placed in the machine to create our template.

There are many parts of speech in the English language. There are nouns, verbs, adjectives, adverbs, pronouns, conjunctions, definite and indefinite articles, and probably many more I would know if I were an English teacher.

In this program, you will determine if a word is a noun or verb based on the following criteria:

* If a word is preceded by the articles [a, an, the, this], it is a noun
* If a word is preceded by a helping verb [have, has, had, do, did, does…..], then it is a verb.

Input: The first line consists of the articles to determine if the part of speech is a noun. The next two lines contains of a list of helping verbs to determine if the part of speech is a verb. The next line consists of the number of data sets. Each data set consists of a word to search for and the number of sentences in that data set (N). There will be N lines with a sentence on each line.

The first 3 lines of input will be identical to the judge data set!

Output: Print out the word for each data set followed by N lines showing either “NOUN” or “VERB” for each sentence in the data set. Separate data sets with a blank line.

**Example Input File**

a an the this

have has had do did does would could should can may might must

will shall am are is was were be been being

2

die 4

He will die if he does not get a transplant.

The car can die if you get water in the fuel tank.

We will roll a die to move the car in Monopoly.

A die was placed in the machine to create our template.

face 2

I can face my fears.

Please don’t hit me in the face!

**(Continued on next page…)**

**(Problem 1 contin.)**

**Output to screen:**

VERB

VERB

NOUN

NOUN

VERB

NOUN

2. Touchy

Program Name: Touchy.java Input File: touchy.dat

I have a touch lamp that sits beside my bed. If it is off and you touch it, it turns on dim. If you touch it again, it turns on medium power. If you touch it again, it turns on high power. One more touch and it goes off. So if it is on low power, it takes 3 touches to turn it off. Since it is usually on low power before bedtime, I usually touch it 3 times to turn it off. However, if it’s on medium and I touch it 3 times, it turns back on low!

Write a program that determines the final power setting of a lamp after it is touched a certain number of times! The lamp can have one of 4 power settings:

0123 (0=off, 1=low, 2=medium, 3=high)

Input: The first line consists of the number of data elements in the file, followed by that number of lines. Each subsequent line contains two integers: the initial power setting (0-3) and the number of times the lamp is touched.

Output: Print the final power setting for each data set (0-3).

**Example Input File**

6

0 1

1 2

2 3

0 20

3 22

3 7

**Output to screen:**

1

3

1

0

1

2

1. Almost

Program Name: Almost.java Input File: almost.dat

My daughter in kindergarten likes to play tic-tac-toe with me (at restaurants on the kid menu, or at home on paper, or in chalk on the sidewalk…). Her strategy is not high level yet, but she can always win if she has two letters in a row with one missing space. Write a program to make sure she always wins!

Input: The first line consists of the number of data sets in the file. Each data set will consist of 3 lines of 3 characters each (space, capital X, or capital O).

Output: For each data set, print out the row and column (1, 2, or 3). Every data set will have only one way for the X to win.

**Example Input File**

3

XOO

X

O

OXO

X

O

OXO

X

**Output to screen:**

3 3

3 2

1 1

4. Integral

Program Name: Integral.java Input File: integral.dat

In calculus, the integral is the area under a curve (also the inverse of a derivative). In this program you will find a numerical value for the value of:

This is the area under the curve f(x) from x1 to x2 and is called a definite integral.

![integral-3.jpg](data:image/jpeg;base64,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)

In a sense, you find the area of a bunch of rectangles and add them together! (For the calculus student, this is a left Riemann sum).

You will have an initial x, a final x, and how large dx will be. For this program, you will use the following function: f(x) = 3x2 + 2x + 1.

Input: The first line consists of the number of data sets in the file. Each subsequent line will have 3 double variables: the initial x, a final x, and dx (the width of the rectangles).

Output: For each data set, print out the integral to six decimal places.

**Example Input File**

3

0 2.5 0.1

0 10 1.0

0 10 0.05

**Output to screen:**

23.200000

955.000000

1102.012500

5. War

Program Name: War.java Input File: war.dat

*“All’s fair in love and war.”*  // old proverb

*“War… what it is good for? Absolutely nothing!”* // Edwin Starr

*“There never was a good war, or a bad peace.”* // Benjamin Franklin

The only “war” that can be good is the card game☺. Write a program that simulates this card game. Here are the rules. Two (or more) players are dealt an equal number of cards in their pile. At each turn, players put one card face up. The person with the higher value card collects the cards when they win the hand. Here are the values lowest to highest: 2-10, J, Q, K, A. If there is a tie, then each player puts down 3 cards face down, and then replays the tie with the next card. The winner of the “war” gets all ten cards in the tie-breaker!

In this program, 2 players will have an equal number of 15 cards. The winner of each hand will collect the cards, so keep a running total for each player. If there is a tie (a war), then there will always be enough cards left to break the tie (at least 4 more cards will be in the data set). In this program, there will not be a double war (the 4 card after the tie will not be the same).

Input: The first line consists of the number of data sets in the file. Each data set contains two lines, each line containing 15 cards (2-10, J,Q,K,A).

Output: For each data set, print out the number of cards for each player on the same line separated by a space.

**Example Input file**

2

A K Q J 9 A K Q J 9 A K Q J 9

2 3 4 5 6 2 3 4 5 6 2 3 4 5 6

A K 10 5 J 9 A 4 5 6 2 3 4 5 Q

10 A 4 5 6 2 3 6 K Q J 9 A K J

**Output to screen:**

30 0

6 24

6. Major MalFunction

Program Name: MalFunction.java Input File: malfunction.dat

You are going to evaluate a quadratic function in the form f(x) = ax2+bx+c, where a, b, and c are integers and x is a rational number (double variable).

Input: The first line consists of the number of data sets in the file. Each subsequent line will have 3 integer variables and 1 double variable: the coefficients of the quadratic polynomial and the independent variable, x.

Output: Print out the function value for each data set rounded to the nearest thousandth.

**Example Input file**

3

1 1 1 1

1 1 1 0.5

5 4 3 2

**Output to screen:**

3.000

1.750

31.000

7. Periodic Words

Program Name: Periodic.java Input File: periodic.dat

You can make the word “chocolate” from the symbols of elements on the periodic table:

“C”, “H”, “O”, “C”, “O”, “La”, “Te”

using the symbols Carbon, Hydrogen, Oxygen, Lanthanum and Tellurium.

I also saw a UIL Science team t-shirt using the word “champions” from Carbon, Hydrogen, Americium, Phosphorus, Iodine, Oxygen, Nitrogen and Sulfur:

“C”, “H”, “Am”, “P”, “I”, “O”, “N”, “S”

Determine if a word can be made from the element symbols from the 1st 100 elements. In the word “chocolate” the underlined letters can be made from Co-Cobalt in addition to CO from Carbon and Oxygen. However, to simplify for this program, first check the single letter elements, and then check for the 2 letter elements. If the L is not able to make the word, then check for La in Lanthanum.

Input: The first 4 lines will each contain 25 atomic symbols. The 5th line contains an integer N, representing the number of words to check. The next N lines each contains a single word (no spaces or special characters) made of lowercase letters that is no longer than 30 characters. The first four lines of data will be the same in the judge data file.

Output: Print “yes” or “no” for each word indicating if it can be made from the element symbols.

**Example Input file**

H He Li Be B C N O F Ne Na Mg Al Si P S Cl Ar K Ca Sc Ti V Cr Mn

Fe Co Ni Cu Zn Ga Ge As Se Br Kr Rb Sr Y Zr Nb Mo Tc Ru Rh Pd Ag Cd In Sn

Sb Te I Xe Cs Ba La Ce Pr Nd Pm Sm Eu Gd Tb Dy Ho Er Tm Yb Lu Hf Ta W Re

Os Ir Pt Au Hg Tl Pb Bi Po At Rn Fr Ra Ac Th Pa U Np Pu Am Cm Bk Cf Es Fm

7

chocolate

rose

grass

champions

north

south

uil

**Output to screen:**

yes

no

no

yes

no

yes

no

8. MixEmUp

Program Name: MixEmUp.java Input File: mixemup.dat

After playing the card game war (problem 5) you have some cards in piles. To play again, you have to shuffle the cards. Sometimes when you do not shuffle very well, there are still like cards together in the pile. If there are 2 adjacent cards, put one of these cards at the end.

For example, here is a list of cards:

2 5 8 K K 10 9 5 7 7 8

Move the K and the 7 to the end of the list:

2 5 8 K 10 9 5 7 8 K 7

For this program, there will at most 2 adjacent cards.

Input: The first line consists of the number of data sets in the file. Each data set consists of a series of up to 20 cards (2-10, J, Q, K, A) separated by a single space.

Output: Print out the modified list of cards for each data set.

**Example Input file**

3

2 5 8 K K 10 9 5 7 7 8

A K Q J 10 9 8 7 6 5 4 3 2

2 2 3 3 4 4 5 5 6 6 7 7 8 8

**Output to screen:**

2 5 8 K 10 9 5 7 8 K 7

A K Q J 10 9 8 7 6 5 4 3 2

2 3 4 5 6 7 8 2 3 4 5 6 7 8

9. Taxing

Program Name: Taxing.java Input File: taxing.dat

Amazon.com purchases used to have no sales tax in Texas. In addition to its free shipping, this was a great incentive to buy from them. Then it built warehouses in Texas, so sales taxes now apply to purchases for Texas residents. Use a sales tax rate of 8.25% and calculate the total bill for your order!

Input: The first line will indicate the number of data sets. Each data set will consist of a double variable (the purchase amount) on a separate line.

Output: Print out the total bill (with tax) with dollar sign in front and rounded to the nearest cent.

**Example Input file**

3

100.00

59.99

10.01

**Output to screen:**

$108.25

$64.94

$10.84

10. Speed

Program Name: Speed.java Input File: speed.dat

In physics class, you learn that the speed of sound is really slow compared to the speed of light. A good way to estimate distances is to measure how long it takes a sound wave to travel a certain distance. A good rule of thumb is to count the number of seconds when you see lightning or fireworks or other things that you can both see and hear. Sound can travel a mile in roughly 5 seconds. Given a time in seconds, estimate the distance in miles!

(To be more precise for physics class, the speed of sound at normal temperature and pressure is 343.0 m/s. In 5.000 seconds sound can travel 1715 m, which is 1.066 miles.)

Input: The first line will indicate the number of data sets. Each data set will consist of an integer, the time in seconds.

Output: Print out the distance in miles (rounded to the nearest tenth).

**Example Input file**

3

1

5

12

**Output to screen:**

0.2

1.0

2.4

11. Resize

Program Name: Resize.java Input File: resize.dat

When you resize a scanned/digital picture (larger or smaller) you don’t always get the same ratio as the next photo paper size. For example, when you take a 5”x7” scan and try to resize to a 3”x5” the ratios are a little off. To the nearest hundredth, you can get either a 3.00” by 4.20” or a 3.57” by 5.00” using the 5:7 ratio of the original. Given a picture scan and a desired output, show both possible sizes so you know which way to crop!

Input: The first line consists of the number of data elements in the file, followed a picture size and the desired scaled picture size, each on one line. The input sizes will be integers.

Output: Show the two resized possibilities, to the nearest hundredth of an inch.

**Example Input file**

3

5 by 7 to 3 by 5

8 by 10 to 5 by 7

8 by 10 to 4 by 6

**Output to screen:**

3.00 by 4.20 or 3.57 by 5.00

5.00 by 6.25 or 5.60 by 7.00

4.00 by 5.00 or 4.80 by 6.00

12. Puddle Bop

Program Name: Puddle.java Input File: puddle.dat

You are playing a game where you are trying to jump over puddles of water. The game is set up as a matrix (rows and columns). You can only jump on small islands of dry ground. The water cells are labeled as “W” and the dry ground is labeled “G”. There are rocks, “R”, and sandy areas, “S”. Once you jump over the water, is it frozen, so it turns to “F.”

* If you jump onto a patch of dry ground (any size of contiguous G cells vertically or horizontally), then output “OK”.
* If you jump onto water (any size of contiguous W cells), then that puddle turns into F cells and output “PUDDLE”.
* If you jump onto rocks or sand (R or S), then output “OOPS”.

Write the code for this game! Assume that the game either continues (G or W) or will end (R or S) on the last move.

Input: The first line will indicate the size of the game board (R and C both less than 20). The next R lines contain the matrix consisting of capital letters. The next line will contain the number of moves in the game, N (no more than 20). The next N lines will contain two integers, the row and column (array indices) of the move separated by a space.

Output: For each move, output the appropriate statement (“OK”, or “PUDDLE”, or “OOPS”). Then print out a blank line and the resulting game board.

**Example Input file**

10 10

GWGGGGRRGG

WWGGGGGSSG

RSGGGGSSSS

SSSWWWGGGG

SSRWWGGGGG

RRRWGGGGGG

GGGGRRRGGG

GGGSSSSSSG

WWWGGWWWWR

GWWWWWGGSS

6

0 0

1 1

2 2

2 5

4 4

9 9

**(Continued on next page…)**

**(Problem 12 contin.)**

**Output to screen:**

OK

PUDDLE

OK

OK

PUDDLE

OOPS

GFGGGGRRGG

FFGGGGGSSG

RSGGGGSSSS

SSSFFFGGGG

SSRFFGGGGG

RRRFGGGGGG

GGGGRRRGGG

GGGSSSSSSG

WWWGGWWWWR

GWWWWWGGSS